**Генератор котов**

Почитайте статью [Генератор случайных котов за 8 шагов](https://habrahabr.ru/post/195142/). В ней рассказывается о создании кошачьих морд на холсте через JavaScript. Ваша задача - портировать идею на Android.

Допустим, вы ещё плохо ориентируетесь в программировании под Android. Поэтому я дам вам "плохой" код, который послужит основой.

Для начала создадим отдельный класс **CatFaceView**. В конструкторе инициализируем настойки для кисти и выберем радиус для морды.

private void init() {

mFacePaint.setAntiAlias(true);

mFacePaint.setColor(Color.BLACK); // черный цвет

mFacePaint.setStyle(Paint.Style.STROKE); // обводка

// Выбираем радиус от некоторого минимального значения до некоторого максимального значения

Random random = new Random();

mRadius = random.nextInt(MAX\_RADIUS - MIN\_RADIUS + 1) + MIN\_RADIUS;

}

Рисование происходит в методе **onDraw()**. Разобъём задачу на отдельные блоки - рисуем морду, глаза, уши, нос, рот и т.д.

@Override

protected void onDraw(Canvas canvas) {

super.onDraw(canvas);

canvas.drawCircle(250, 300, mRadius, mFacePaint);

drawWhiskers(canvas);

drawLefEye(canvas);

drawRightEye(canvas);

drawLeftEar(canvas);

drawRightEar(canvas);

drawNose(canvas);

}

Каждый отдельный метод вызывает простейшие графические операции [Canvas](http://developer.alexanderklimov.ru/android/catshop/android.graphics.canvas.php) - нарисовать круг, овал, линию и т.п.

Я взял конкретное китайское устройство с определённым разрешением экрана и вручную стал подбирать значения, чтобы получить что-то похожее на морду кота.

![CatFace](data:image/png;base64,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)

Если вы запустите мой пример на своём устройстве, то можете получить совсем не такой результат. Поэтому в качестве домашнего задания вам нужно доработать приложение, чтобы оно стало универсальным и хорошо работало на любых устройствах. А также вы должны реализовать весь функционал, который описан в статье, на которую я дал ссылку выше.

Вы можете затем присылать свои варианты отдельных фрагментов кода. Лучшие из них буду добавлять в статью. Так мы сможем получить самый лучший генератор котов. Дерзайте!

Полный код класса

package ru.alexanderklimov.as21;

import android.content.Context;

import android.graphics.Canvas;

import android.graphics.Color;

import android.graphics.Paint;

import android.graphics.RectF;

import android.util.AttributeSet;

import android.view.View;

import java.util.Random;

public class CatFaceView extends View {

private Paint mFacePaint = new Paint();

private int mRadius;

private final int MAX\_RADIUS = 90;

private final int MIN\_RADIUS = 80;

public CatFaceView(Context context) {

super(context);

init();

}

public CatFaceView(Context context, AttributeSet attrs) {

super(context, attrs);

init();

}

public CatFaceView(Context context, AttributeSet attrs, int defStyleAttr) {

super(context, attrs, defStyleAttr);

}

@Override

protected void onDraw(Canvas canvas) {

super.onDraw(canvas);

canvas.drawCircle(250, 300, mRadius, mFacePaint);

drawWhiskers(canvas);

drawLefEye(canvas);

drawRightEye(canvas);

drawLeftEar(canvas);

drawRightEar(canvas);

drawNose(canvas);

}

private void init() {

mFacePaint.setAntiAlias(true);

mFacePaint.setColor(Color.BLACK);

mFacePaint.setStyle(Paint.Style.STROKE);

Random random = new Random();

mRadius = random.nextInt(MAX\_RADIUS - MIN\_RADIUS + 1) + MIN\_RADIUS;

}

private void drawWhiskers(Canvas canvas) {

canvas.drawLine(60, 280, 200, 310, mFacePaint);

canvas.drawLine(65, 295, 200, 315, mFacePaint);

canvas.drawLine(75, 345, 210, 320, mFacePaint);

canvas.drawLine(300, 310, 440, 280, mFacePaint);

canvas.drawLine(300, 315, 440, 295, mFacePaint);

canvas.drawLine(295, 325, 435, 345, mFacePaint);

}

private void drawLefEye(Canvas canvas) {

mFacePaint.setStyle(Paint.Style.FILL);

canvas.drawCircle(205, 270, 10, mFacePaint);

mFacePaint.setStyle(Paint.Style.STROKE);

}

private void drawRightEye(Canvas canvas) {

mFacePaint.setStyle(Paint.Style.FILL);

canvas.drawCircle(295, 270, 10, mFacePaint);

mFacePaint.setStyle(Paint.Style.STROKE);

}

private void drawLeftEar(Canvas canvas) {

canvas.drawLine(190, 165, 225, 220, mFacePaint);

canvas.drawLine(190, 165, 175, 258, mFacePaint);

}

private void drawRightEar(Canvas canvas) {

canvas.drawLine(290, 165, 295, 225, mFacePaint);

canvas.drawLine(290, 165, 260, 220, mFacePaint);

}

private void drawNose(Canvas canvas) {

mFacePaint.setStyle(Paint.Style.FILL);

RectF oval = new RectF();

oval.set(180F, 295F, 300F, 350F);

canvas.drawArc(oval, 250, 50, true, mFacePaint);

mFacePaint.setStyle(Paint.Style.STROKE);

}

}

Вызываем класс в главной активности.

@Override

protected void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(new CatFaceView(this));

}

Рекл